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Цель: научиться кодировать и раскодировать деревья.

Задание.

1. Написать программу кодировки/декодировки деревьев кодами Прюфера.

2. Рассмотреть указанное дерево как бинарное дерево с корнем в вершине 0. Проверить является ли дерево сбалансированным. В случае отрицательного ответа, построить сбалансированное бинарное дерево поиска по заданному через таблицу списку вершин дерева.

3. Все построения проиллюстрировать графически.

|  |  |
| --- | --- |
| 7. | *(0,1),(0,2),(1,3),(1,4),(2,5), (2,6),(3,7),*  *(3,8),(6,9),(8,10),(8,11),(10,12),(11,13)* |

Код программы:

**//main.cpp**

#include "pch.h"

#include <iostream>

#include "lab6\_src.h"

int **main**()

{

typedef int Type;

Lab6::BTree<Type> bt;

bt.add(0);

bt.add(1);

bt.add(2);

bt.add(3);

bt.add(4);

bt.add(5);

bt.add(6);

bt.add(7);

bt.add(8);

bt.add(9);

bt.add(10);

bt.add(11);

bt.add(12);

bt.add(13);

bt.view();

std::cout << std::endl;

auto code = bt.getCode();

auto valueList = bt.getValueList();

auto root = bt.getRoot();

Lab6::BTree<Type> bt\_copy(code, valueList, root);

bt\_copy.view();

std::cin.get();

}

**//lab6\_src.h**

#pragma once

#include "graph.h"

#include <vector>

#include <queue>

#define **max**(a, b) ((a>b)?(a):(b))

#define **erase\_from\_vector**(a, b) a.erase(std::find(a.begin(), a.end(), b))

#define **makeIndent**(a) for(int i = 0; i < a; i++) std::cout << " ";

namespace Lab6

{

int **sumAllBefore**(int a);

template<typename ValueType = int, typename Compare = std::less<ValueType>>

class **BTree**

{

std::vector<ValueType> valueList;

enum **SonType**

{

ROOT = 0,

LEFT,

RIGHT

};

struct **Element**

{

Element \*parent;

Element \*left, \*right;

ValueType value;

SonType type;

Element()

: parent(nullptr), left(nullptr), right(nullptr), value(), type(ROOT) {}

Element(const ValueType& value)

: parent(nullptr), left(nullptr), right(nullptr), value(value), type(ROOT) {}

};

Element \*root;

void **copy\_constructor**(Element \*&el1, Element \*el2)

{

if (el2 == nullptr)

return;

el1 = new Element(el2->value);

copy\_constructor(el1->left, el2->left);

copy\_constructor(el1->right, el2->right);

}

void **destructor**(Element \*&el)

{

if (el == nullptr)

return;

destructor(el->left);

destructor(el->right);

delete el;

}

int **balancing**(Element\*& root)

{

bool OK = true;

int l = -1, r = -1;

do

{

if (root == nullptr)

break;

OK = true;

l = balancing(root->left);

r = balancing(root->right);

if (abs(r - l) > 1)

{

OK = false;

if (r - l > 1)

{

rLeft(root);

}

else

{

rRight(root);

}

}

} while (!OK);

return max(r, l) + 1;

}

void **rLeft**(Element\* root)

{

if (root->type == RIGHT)

{

root->parent->right = root->right;

root->right->parent = root->parent;

}

else if (root->type == LEFT)

{

root->parent->left = root->right;

root->right->parent = root->parent;

root->right->type = LEFT;

}

else if (root->type == ROOT)

{

this->root = root->right;

this->root->parent = nullptr;

this->root->type = ROOT;

}

if (root->left != nullptr)

{

Element\* temp = root->right;

while (temp->left != nullptr)

temp = temp->left;

temp->left = root->left;

root->left->parent = temp;

}

erase\_from\_vector(valueList, root->value);

add(root->value, false);

delete root;

}

void **rRight**(Element\* root)

{

if (root->type == RIGHT)

{

root->parent->right = root->left;

root->left->parent = root->parent;

root->left->type = RIGHT;

}

else if (root->type == LEFT)

{

root->parent->left = root->left;

root->left->parent = root->parent;

}

else if (root->type == ROOT)

{

this->root = root->left;

this->root->parent = nullptr;

this->root->type = ROOT;

}

if (root->right != nullptr)

{

Element\* temp = root->left;

while (temp->right != nullptr)

temp = temp->right;

temp->right = root->right;

root->right->parent = temp;

}

erase\_from\_vector(valueList, root->value);

add(root->value, false);

delete root;

}

void **fillCode**(std::vector<ValueType>& code, Element \* el)

{

if (el != nullptr)

{

fillCode(code, el->left);

fillCode(code, el->right);

code.push\_back(el->parent->value);

}

}

public:

**BTree**()

: root(nullptr) {}

**BTree**(const ValueType& root)

: root(new Element(root)) {}

**BTree**(std::vector<ValueType> code, std::vector<ValueType> valueList, const ValueType& root)

{

class **Added**

{

std::vector<bool> mark;

std::vector<ValueType> values;

public:

**Added**(const std::vector<ValueType>& valueList)

: mark(valueList.size()), values(valueList.size())

{

std::fill(mark.begin(), mark.end(), false);

for (int i = 0; i < values.size(); i++)

values[i] = valueList[i];

}

bool **isAdded**(const ValueType& el)

{

bool res = false;

for (int i = 0; i < values.size(); i++)

if (values[i] == el)

{

res = mark[i];

break;

}

return res;

}

void **markAdded**(const ValueType& el)

{

for (int i = 0; i < values.size(); i++)

if (values[i] == el)

{

mark[i] = true;

}

}

bool **notAllTrue**()

{

bool res = false;

for (bool x : mark)

if (x == false)

{

res = true;

break;

}

return res;

}

};

Added added(valueList);

this->root = new Element(root);

this->valueList.push\_back(root);

added.markAdded(root);

typedef std::pair<ValueType, ValueType> Edge;

std::vector<Edge> edges;

ValueType parent, child;

while (!code.empty())

{

parent = code[0];

for (int i = 0; i < valueList.size(); i++)

{

bool isInCode = false;

for (int j = 0; j < code.size(); j++)

if (valueList[i] == code[j])

{

isInCode = true;

break;

}

if (!isInCode)

child = valueList[i];

}

for (int i = 0; i < valueList.size(); i++)

{

bool isInCode = false;

for (int j = 0; j < code.size(); j++)

if (valueList[i] == code[j])

{

isInCode = true;

break;

}

if (!isInCode)

if (valueList[i] < child)

child = valueList[i];

}

edges.push\_back({ parent, child });

code.erase(code.begin());

erase\_from\_vector(valueList, child);

}

edges.push\_back({ valueList[0], valueList[1] });

while (added.notAllTrue())

{

for (int i = 0; i < edges.size(); i++)

{

if (added.isAdded(edges[i].first) && !added.isAdded(edges[i].second))

{

add(edges[i].second, false);

added.markAdded(edges[i].second);

}

else if (!added.isAdded(edges[i].first) && added.isAdded(edges[i].second))

{

add(edges[i].first, false);

added.markAdded(edges[i].first);

}

}

}

}

**BTree**(const BTree<ValueType, Compare>& other)

{

copy\_constructor(root, other.root);

}

**~BTree**()

{

destructor(root);

}

void **add**(const ValueType& newElement, bool balanceOn = true)

{

if (root == nullptr)

{

root = new Element(newElement);

valueList.push\_back(newElement);

return;

}

else if (newElement == root->value)

return;

Element \* currEl = root;

while (true)

{

if (newElement > currEl->value)

{

if (currEl->right == nullptr)

{

currEl->right = new Element(newElement);

currEl->right->parent = currEl;

currEl->right->type = RIGHT;

valueList.push\_back(newElement);

break;

}

else if (currEl->right->value == newElement)

break;

currEl = currEl->right;

}

else if (newElement < currEl->value)

{

if (currEl->left == nullptr)

{

currEl->left = new Element(newElement);

currEl->left->parent = currEl;

currEl->left->type = LEFT;

valueList.push\_back(newElement);

break;

}

else if (currEl->left->value == newElement)

return;

currEl = currEl->left;

}

}

if (balanceOn)

balancing(this->root);

}

int **search**(const ValueType& value)

{

Element \* currEl = root;

int height = 0;

while (true)

{

if (currEl == nullptr)

{

height = -1;

break;

}

if (currEl->value == value)

break;

if (value > currEl->value)

{

currEl = currEl->right;

height++;

}

else if (value < currEl->value)

{

currEl = currEl->left;

height++;

}

}

return height;

}

void **remove**(const ValueType& remElement)

{

bool isRemoved = false;

if (root->value == remElement)

{

isRemoved = true;

if (root->left == nullptr && root->right == nullptr)

{

delete root;

break;

}

else if (root->left == nullptr)

{

Element \* root\_copy = root;

root = root->right;

root->parent = nullptr;

root->type = ROOT;

delete root\_copy;

break;

}

else if (root->right == nullptr)

{

Element \* root\_copy = root;

root = root->left;

root->parent = nullptr;

root->type = ROOT;

delete root\_copy;

break;

}

else

{

Element \* root\_copy = root;

root = root->left;

root->parent = nullptr;

root->type = ROOT;

while (root->right != nullptr)

root = root->right;

root->right = root\_copy->right;

root->right->parent = root;

root = root\_copy->left;

delete root\_copy;

break;

}

}

Element \* currEl = root;

while (!isRemoved)

{

if (remElement > currEl->value)

{

if (currEl->right == nullptr)

return;

if (currEl->right == remElement)

{

Element \*right\_copy = currEl->right;

currEl->right = currEl->right->right;

currEl->right->parent = currEl;

currEl = currEl->right;

while (currEl->left != nullptr)

currEl = currEl->left;

currEl->left = right\_copy->left;

currEl->left->parent = currEl;

break;

}

currEl = currEl->right;

}

else if (remElement < currEl->value)

{

if (currEl->left == nullptr)

return;

if (currEl->left == remElement)

{

Element \*left\_copy = currEl->left;

currEl->left = currEl->left->left;

currEl->left->parent = currEl;

currEl = currEl->left;

while (currEl->right != nullptr)

currEl = currEl->right;

currEl->right = left\_copy->right;

currEl->right->parent = currEl;

break;

}

currEl = currEl->left;

}

}

valueList.erase(std::find(valueList.begin(), valueList.end(), remElement));

balancing(this->root);

}

std::vector<ValueType> **getCode**()

{

std::vector<ValueType> code;

fillCode(code, root->left);

if (root->right != nullptr)

code.push\_back(root->right->value);

fillCode(code, root->right);

code.erase(code.end() - 1);

code.erase(code.end() - 1);

return code;

}

std::vector<ValueType> **getValueList**()

{

return valueList;

}

ValueType **getRoot**() const

{

return root->value;

}

int **numOfLayers**(Element \* el, int layer = 0)

{

int deepestLeft = layer;

int deepestRight = layer;

if (el->left != nullptr)

deepestLeft = numOfLayers(el->left, layer + 1);

if (el->right != nullptr)

deepestRight = numOfLayers(el->right, layer + 1);

return max(deepestLeft, deepestRight);

}

void **view**()

{

struct ElementToShow

{

int layer;

Element \*element;

ElementToShow()

: layer(0), element(nullptr)

{}

ElementToShow(int layer, Element \*element)

: layer(layer), element(element)

{}

};

int layNum = numOfLayers(root);

std::vector<bool> isLayerVisited(layNum + 1);

std::queue<ElementToShow> tree;

tree.push({ 0, root });

while (!tree.empty())

{

ElementToShow front = tree.front();

tree.pop();

if (isLayerVisited[front.layer] == false)

{

std::cout << std::endl;

}

int indent = sumAllBefore(layNum - front.layer);

if (isLayerVisited[front.layer])

indent = sumAllBefore(layNum - front.layer + 1);

makeIndent(indent);

ElementToShow leftChild;

ElementToShow rightChild;

if (front.element == nullptr)

{

if (front.layer < layNum)

{

leftChild.element = nullptr;

leftChild.layer = front.layer + 1;

rightChild.element = nullptr;

rightChild.layer = front.layer + 1;

tree.push(leftChild);

tree.push(rightChild);

}

std::cout << " ";

}

else

{

leftChild.element = front.element->left;

leftChild.layer=(front.layer< layNum)?front.layer+1:front.layer;

rightChild.element = front.element->right;

rightChild.layer = (front.layer<layNum)?front.layer+1: front.layer;

tree.push(leftChild);

tree.push(rightChild);

std::cout << front.element->value;

}

if (isLayerVisited[front.layer] == false)

{

isLayerVisited[front.layer] = true;

}

}

std::cout << std::endl;

}

};

} // Lab6

Результат выполнения:

![](data:image/png;base64,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)

Вывод: научился кодировать и раскодировать деревья.